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**Задание 1**

* 1. ***Постановка задачи***

Ввести массив, состоящий из N элементов целого типа. Массив является элементами целого числа в троичной системе счисления. Проверить правильность введения элементов числа, т.е. в массиве должны быть только 0, 1 и 2. Если число введено верно, то перевести его в десятичную систему счисления и поэлементно записать число в массив. Пример:

|  |  |
| --- | --- |
| В 3-ой | В 10-ой |
| |  |  |  |  | | --- | --- | --- | --- | | 1 | 2 | 0 | 1 | | |  |  | | --- | --- | | 4 | 6 | |

***1.2. Решение задачи, код программы***

import *java.util.ArrayList*;  
import *java.util.Scanner*;  
  
public class *exc8\_1* {  
 public static void main(*String*[] *args*) {  
 *Scanner* input = new Scanner(*System*.in);  
 *ArrayList*<*Integer*> arr = new ArrayList<>();  
 int num, len, smt = 0, ans = 0;  
 *System*.out.println("Введите кол-во знаков числа в 3-ой СС: ");  
 len = input.nextInt();  
  
 while (smt != len) {  
 *System*.out.println("Введите число в 3-ой СС (т.е. числа: 0, 1, 2): ");  
 num = input.nextInt();  
 if (num >= 0 && num <= 2) {  
 arr.add(num);  
 smt++;  
 } else {  
 *System*.out.println("Числа которые могут быть (0, 1, 2)");  
 }  
 }  
  
 *System*.out.print("Массив: ");  
 for (int i = 0; i < arr.size(); i++) {  
 *System*.out.print(arr.get(i) + " ");  
 }  
 *System*.out.println();  
  
 for (int i = 0; i < arr.size(); i++) {  
 int pow = len - 1 - i;  
 int digit = arr.get(i);  
 if (digit < 0 || digit > 2) {  
 *System*.out.println("Введено некорректное значение.");  
 return;  
 }  
 ans += digit \* *Math*.*pow*(3, pow);  
 }  
  
 *System*.out.println("Результат перевода: " + ans);  
 }  
}

***1.3. Тестирование работы программы с проверкой***

В таблице 1 представлено тестирование работы программы с проверкой решения задачи на языке Java.

Таблица 1

Тестирование работы программы и проверка результатов решения

|  |  |  |
| --- | --- | --- |
| № п.п. | Решение Java | Проверка |
| 1 |  |  |
| 2 |  |  |

**Задание 2**

***2.1. Постановка задачи***

Ввести массив, состоящий из N элементов. Упорядочить массив так, чтобы все отрицательные числа были расположены вначале по возрастанию, а все положительные – в конце по убыванию, между ними нулевые числа.

***2.2. Решение задачи, код программы***

import *java.util.ArrayList*;  
import *java.util.Arrays*;  
  
public class *exc8\_2\_1* {  
  
 public static void main(*String*[] *args*) {  
 *ArrayList*<*Integer*> positive = new ArrayList<>();  
 *ArrayList*<*Integer*> negative = new ArrayList<>();  
 int[] arr = new int[200];  
 for (int i = 0; i < arr.length; i++) {  
 arr[i] = (int) (*Math*.*random*() \* 200) - 100;  
 }  
 *System*.out.println(*Arrays*.*toString*(arr));  
  
 for (int j : arr) {  
 if (j >= 0)  
 positive.add(j);  
 else  
 negative.add(j);  
 }  
  
 *Integer*[] smt = new Integer[positive.size()];  
 for (int i = 0; i < smt.length; i++) smt[i] = positive.get(i);  
 *Arrays*.*sort*(smt);  
 for (int i = 0; i < smt.length; i++) positive.set(i, smt[i]);  
  
 *System*.out.println(positive);  
  
 smt = new Integer[negative.size()];  
  
 for (int i = 0; i < smt.length; i++) smt[i] = negative.get(i);  
 *Arrays*.*sort*(smt);  
 for (int i = negative.size() - 1; i > -1; i--) negative.set(negative.size() - 1 - i, smt[i]);  
  
 *System*.out.println(negative);  
  
 negative.addAll(positive);  
  
 *System*.out.println(negative);  
 }  
}

***2.3. Тестирование работы программы с проверкой***

Далее в таблице 2 представлено тестирование работы программы с проверкой решения задач на языке Java

Таблица 2

Тестирование работы программы

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |
| 2 |  |

**Задание 3**

***3.1. Постановка задачи***

В одномерном массиве с четным количеством элементов (2N) находятся координаты N точек плоскости. Они располагаются в следующем порядке: x1, y1, х2, y2, x3, y3, и т.д. Определить номера точек, которые могут являться вершинами прямоугольника.

***3.2. Решение задачи, код программы***

import *java.util.Scanner*;  
  
public class *exc8\_3* {  
 public static void main(*String*[] *args*) {  
 *Scanner* input = new Scanner(*System*.in);  
 *System*.out.println("введите количество точек");  
 int N = input.nextInt();  
 int[] coordinates = new int[2 \* N];  
 for (int i = 0; i < 2 \* N; i++) {  
 if (i % 2 == 0) {  
 *System*.out.println("Введите x точки " + ((i / 2) + 1));  
 } else {  
 *System*.out.println("Введите y точки " + ((i / 2) + 1));  
 }  
 coordinates[i] = input.nextInt();  
 }  
  
  
 for (int i = 0; i < (2 \* N - 4); i += 2) {  
 for (int j = i + 2; j < (2 \* N - 3); j += 2) {  
 for (int k = j + 2; k < (2 \* N - 2); k += 2) {  
 for (int l = k + 2; l < (2 \* N - 1); l += 2) {  
 if (((coordinates[i] == coordinates[j]) & (coordinates[k] == coordinates[l]) & (coordinates[i + 1] == coordinates[l + 1]) & (coordinates[j + 1] == coordinates[k + 1])) ||  
 ((coordinates[i] == coordinates[l]) & (coordinates[k] == coordinates[l]) & (coordinates[i + 1] == coordinates[j + 1]) & (coordinates[l + 1] == coordinates[k + 1])) ||  
 ((coordinates[i] == coordinates[l]) & (coordinates[k] == coordinates[j]) & (coordinates[i + 1] == coordinates[k + 1]) & (coordinates[j + 1] == coordinates[l + 1]))) {  
 *System*.out.println("Точки с координатами " + "(" + coordinates[i] + ";" + coordinates[i + 1] + "), (" + coordinates[j] + ";" + coordinates[j + 1] + "), ("  
 + coordinates[k] + ";" + coordinates[k + 1] + "), (" + coordinates[l] + ";" + coordinates[l + 1] + ") являются вершинами прямоугольника");  
 }  
 }  
 }  
 }  
 }  
 }  
}

***3.3. Тестирование работы программы с проверкой***

Далее в таблице 3 представлено тестирование работы программы с проверкой решения задач на языке Java.

Таблица 3

Тестирование работы программы и проверка результатов решения

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |
| 2 |  |

**Задание 4**

***4.1. Постановка задачи***

Алгоритм быстрой сортировки. Отличительной особенностью быстрой сортировки является операция разбиения массива на две части относительно опорного элемента. Пусть крайний левый элемент опорный pivot. Установим указатель left на следующий за ним элемент; right – на последний. Алгоритм должен определить правильное положение элемента pivot. Указатель left движется вправо, пока элементы, на которые он показывает, остаются меньше опорного. Указатель right движется влево, пока элементы, на которые он показывает, остаются больше опорного. Указатель left перемещается до тех пор, пока не покажет элемент больше pivot; right движется, пока не покажет элемент меньше pivot. Элементы left и right меняются местами. И движением возобновляется снова. Процесс продолжается до тех пор, пока right не окажется слева от left. Тем самым будет определено правильное место опорного элемента. Осуществляется перестановка опорного элемента с элементом, на который указывает right. Опорный элемент находится в нужном месте: элементы слева от него имеют меньшие значения; справа – большие. Алгоритм рекурсивно вызывается для сортировки подмассивов слева от разрешающего и справа от него. Реализовать алгоритм быстрой сортировки. Выполнить сравнение быстрой сортировки с сортировкой «пузырек», рассмотрев количество итераций, а так же промежуточные результаты сортировки.

***4.2. Решение задачи, код программы***

import *java.util.Arrays*;  
  
public class *exc8\_4* {  
  
 public static void quickSort(int[] *array*, int *low*, int *high*) {  
 if (*array*.length == 0)  
 return;*//завершить выполнение, если длина массива равна 0* if (*low* >= *high*)  
 return;*//завершить выполнение если уже нечего делить  
  
 // выбрать опорный элемент* int middle = *low* + (*high* - *low*) / 2;  
 int opora = *array*[middle];  
  
 *// разделить на подмассивы, который больше и меньше опорного элемента* int i = *low*, j = *high*;  
 while (i <= j) {  
 while (*array*[i] < opora) {  
 i++;  
 }  
  
 while (*array*[j] > opora) {  
 j--;  
 }  
  
 if (i <= j) {*//меняем местами* int temp = *array*[i];  
 *array*[i] = *array*[j];  
 *array*[j] = temp;  
 i++;  
 j--;  
 }  
 }  
  
 *// вызов рекурсии для сортировки левой и правой части* if (*low* < j)  
 *quickSort*(*array*, *low*, j);  
  
 if (*high* > i)  
 *quickSort*(*array*, i, *high*);  
 }  
  
 public static void main(*String*[] *args*) {  
 int[] x = new int[10];  
 for (int i = 0; i < x.length; i++) {  
 x[i] = (int) (*Math*.*random*() \* (20 - (-5))) - 5;  
 }  
 *System*.out.println("Было");  
 *System*.out.println(*Arrays*.*toString*(x));  
  
 int low = 0;  
 int high = x.length - 1;  
  
 *quickSort*(x, low, high);  
 *System*.out.println("Стало");  
 *System*.out.println(*Arrays*.*toString*(x));  
 }  
}

***4.3. Тестирование работы программы с проверкой***

Далее в таблице 4 представлено тестирование работы программы с проверкой решения задач на языке Java.

Таблица 4

Тестирование работы программы и проверка результатов решения

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |
| 2 |  |

**Задание 7**

***5.1. Постановка задачи***

Заполнить двумерный массив n×n по образцу. Образец заполнения и пример:

|  |  |
| --- | --- |
| Образец заполнения массива | Пример |
|  |  |

***5.2. Решение задачи, код программы***

import *java.util.Scanner*;  
  
public class *exc8\_7* {  
 public static void main(*String*[] *args*) {  
 *Scanner* input = new Scanner(*System*.in);  
 *System*.out.print("Введите размерность матрицы NxN: ");  
 int n = input.nextInt();  
  
 int[][] matrix = new int[n][n];  
  
 int value = 1;  
  
 for (int j = matrix.length; j >= 0; j--) {  
  
 for (int i = matrix.length - j; i < j; i++) matrix[matrix.length - j][i] = value++;  
  
 for (int i = matrix.length - j + 1; i < j; i++) matrix[i][j - 1] = value++;  
  
 for (int i = matrix.length - j + 1; i < j; i++) matrix[i][matrix.length - j] = value++;  
  
 for (int i = matrix.length - j + 2; i < j; i++) matrix[j - 1][i - 1] = value++;  
 }  
  
 for (int i = 0; i < matrix.length; i++) {  
 for (int j = 0; j < matrix[i].length; j++) {  
 *System*.out.print(*String*.*format*("%3.0f", (double) matrix[i][j]) + " ");  
 }  
 *System*.out.println();  
 }  
 }  
}

***5.3. Тестирование работы программы с проверкой***

Далее в таблице 5 представлено тестирование работы программы с проверкой решения задач на языке Java.

Таблица 5

Тестирование работы программы и проверка результатов решения

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |
| 2 |  |

**Задание 5**

***6.1. Постановка задачи***

В заданной матрице поменять местами две строки: строку, содержащую максимальный элемент матрицы, и строку, содержащую минимальный элемент матрицы. Если номера таких строк совпали, то выполнить генерацию двумерного массива еще раз и т.д. пока строчки с минимальным и максимальным элементами не будут совпадать.

***6.2. Решение задачи, код программы***

import *java.util.Arrays*;  
import *java.util.Scanner*;  
  
public class *exc8\_5* {  
  
 public static void main(*String*[] *args*) {  
 *Scanner* input = new Scanner(*System*.in);  
  
 *System*.out.println("Сколько строк в матрице? ");  
 int line = input.nextInt();  
 *System*.out.println("Сколько столбцов в матрице? ");  
 int column = input.nextInt();  
  
 int[][] arr = new int[line][column];  
 int[] gawno = {*Integer*.MAX\_VALUE, *Integer*.MIN\_VALUE, -1, -1};  
  
 while (true) {  
 for (int i = 0; i < line; i++) {  
 for (int j = 0; j < column; j++) {  
 arr[i][j] = (int) (*Math*.*random*() \* (100 - 10)) + 10;  
 }  
 }  
 for (int i = 0; i < line; i++) *System*.out.println(*Arrays*.*toString*(arr[i]));  
  
 for (int i = 0; i < line; i++) {  
 for (int j = 0; j < column; j++) {  
 if (gawno[0] > arr[i][j]) {  
 gawno[0] = arr[i][j];  
 gawno[2] = i;  
 }  
 if (gawno[1] < arr[i][j]) {  
 gawno[1] = arr[i][j];  
 gawno[3] = i;  
 }  
 }  
 }  
 if (gawno[2] == gawno[3]) *System*.out.println("Gawno");  
 else {  
 int[] smt = arr[gawno[2]];  
 arr[gawno[2]] = arr[gawno[3]];  
 arr[gawno[3]] = smt;  
 *System*.out.println();  
 for (int i = 0; i < line; i++) *System*.out.println(*Arrays*.*toString*(arr[i]));  
 break;  
 }  
 }  
 }  
}

***6.3. Тестирование работы программы с проверкой***

Далее в таблице 6 представлено тестирование работы программы с проверкой решения задач на языке Java.

Таблица 6

Тестирование работы программы и проверка результатов решения

|  |  |
| --- | --- |
| № п.п. | Решение Java |
| 1 |  |
| 2 |  |

**Задание 12**

***7.1. Постановка задачи***

Дан двумерный квадратный массив коэффициентов системы линейных алгебраических уравнений A, одномерный массив столбца правой части СЛАУ F и одномерный массив столбца полученного решения X. При этом пользователь вводит размерность массива и данные сам и может допустить ошибку при вычислении решения СЛАУ или при вводе. Поэтому выполнить проверку соответствует ли полученное решение данной СЛАУ A\*X=F.

***7.2. Решение задачи, код программы***

import *java.util.Arrays*;  
import *java.util.Scanner*;  
  
  
public class *exc8\_12* {  
 public static void main(*String*[] *args*) {  
 *Scanner* input = new Scanner(*System*.in);  
 *System*.out.println("Введите n:");  
 int n = input.nextInt();  
 int[][] arr = new int[n][n]; *// A* int[] arr\_1 = new int[n]; *// X* int[] arr\_2 = new int[n]; *// F* int[] arr\_sr = new int[n];  
 *System*.out.println("Заполните коэффициенты: ");  
 for (int[] ints : arr) {  
 for (int anInt : ints) {  
 anInt = input.nextInt();  
 }  
 }  
 *System*.out.println("Заполните F: ");  
 for (int a : arr\_1) {  
 a = input.nextInt();  
 }  
 *System*.out.println("Заполните решения X: ");  
 for (int a : arr\_2) {  
 a = input.nextInt();  
 }  
 for (int i = 0; i < n; i++) {  
 for (int j = 0; j < n; j++) {  
 arr\_sr[i] += arr[i][j] \* arr\_1[j];  
 }  
 }  
 if (*Arrays*.*equals*(arr\_2, arr\_sr)) {  
 *System*.out.println("Все ок");  
 } else *System*.out.println("Не верно");  
 }  
}

***7.3. Тестирование работы программы***

![](data:image/png;base64,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)

![](data:image/png;base64,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)